/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*
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\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include "GravityEc.h"

#include "Arduino.h"

GravityEc::GravityEc(ISensor\* temp) :ecSensorPin(A1), ECcurrent(0), index(0), AnalogAverage(0),

AnalogValueTotal(0), averageVoltage(0), AnalogSampleTime(0), printTime(0),sum(0),

tempSampleTime(0), AnalogSampleInterval(25),printInterval(700)

{

this->ecTemperature = temp;

}

GravityEc::~GravityEc()

{

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// function name: setup ()

// Function Description: Initializes the sensor

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

void GravityEc::setup()

{

pinMode(ecSensorPin, INPUT);

for (byte thisReading = 0; thisReading < numReadings; thisReading++)

readings[thisReading] = 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// function name: update ()

// Function Description: Update the sensor value

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

void GravityEc::update()

{

calculateAnalogAverage();

calculateEc();

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// function name: getValue ()

// Function Description: Returns the sensor data

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

double GravityEc::getValue()

{

return ECcurrent;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// function name: calculateAnalogAverage ()

// Function Description: Calculates the average voltage

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

void GravityEc::calculateAnalogAverage()

{

if (millis() - AnalogSampleTime >= AnalogSampleInterval)

{

AnalogSampleTime = millis();

readings[index++] = analogRead(ecSensorPin);

if (index == numReadings)

{

index = 0;

for (int i = 0; i < numReadings; i++)

this->sum += readings[i];

AnalogAverage = this->sum / numReadings;

this->sum = 0;

}

}

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// function name: calculateAnalogAverage ()

// Function Description: Calculate the conductivity

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

void GravityEc::calculateEc()

{

if (millis() - printTime >= printInterval)

{

printTime = millis();

averageVoltage = AnalogAverage\*5000.0 / 1024.0;

double TempCoefficient = 1.0 + 0.0185\*(this->ecTemperature->getValue() - 25.0); //temperature compensation formula: fFinalResult(25^C) = fFinalResult(current)/(1.0+0.0185\*(fTP-25.0));

double CoefficientVolatge = (double)averageVoltage / TempCoefficient;

if (CoefficientVolatge < 150) {

ECcurrent = 0;

return;

}

else if (CoefficientVolatge > 3300)

{

ECcurrent = 20;

return;

}

else

{

if (CoefficientVolatge <= 448)

ECcurrent = 6.84\*CoefficientVolatge - 64.32; //1ms/cm<EC<=3ms/cm

else if (CoefficientVolatge <= 1457)

ECcurrent = 6.98\*CoefficientVolatge - 127; //3ms/cm<EC<=10ms/cm

else

ECcurrent = 5.3\*CoefficientVolatge + 2278; //10ms/cm<EC<20ms/cm

ECcurrent /= 1000; //convert us/cm to ms/cm

}

}

}